1.Given an array of strings words, return the first palindromic string in the array. If there is no such string, return an empty string "". A string is palindromic if it reads the same forward and backward.

Code:

words = ["abc", "car", "ada", "racecar", "cool"]

for word in words:

if word == word[::-1]:

print(word)

break

else:

print("")

output:
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2. You are given two integer arrays nums1 and nums2 of sizes n and m, respectively. Calculate the following values: answer1 : the number of indices i such that nums1[i] exists in nums2. answer2 : the number of indices i such that nums2[i] exists in nums1 Return [answer1,answer2].

Code:

nums1 = [1, 2, 3, 4]

nums2 = [3, 4, 5, 6]

answer1 = 0

answer2 = 0

for i in range(len(nums1)):

if nums1[i] in nums2:

answer1 += 1

for i in range(len(nums2)):

if nums2[i] in nums1:

answer2 += 1

print([answer1, answer2])

output:

![](data:image/png;base64,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)

3.You are given a 0-indexed integer array nums. The distinct count of a subarray of nums is defined as: Let nums[i..j] be a subarray of nums consisting of all the indices from i to j such that 0 <= i <= j < nums.length. Then the number of distinct values in nums[i..j] is called the distinct count of nums[i..j]. Return the sum of the squares of distinct counts of all subarrays of nums. A subarray is a contiguous non-empty sequence of elements within an array.

Code:

nums = [1, 2]

result = 0

for i in range(len(nums)):

distinct\_elements = set()

for j in range(i, len(nums)):

distinct\_elements.add(nums[j])

distinct\_count =len(distinct\_elements)

result += distinct\_count \*\* 2

print(result)

output:
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4.Given a 0-indexed integer array nums of length n and an integer k, return *the number of pairs* (i, j) *where* 0 <= i < j < n, *such that* nums[i] == nums[j] *and* (i \* j) *is divisible by* k.

Code:

nums = [3, 1, 2, 2, 3]

k = 3

count = 0

n = len(nums)

for i in range(n):

for j in range(i + 1, n):

if nums[i]==nums[j] and (i\*j)%k==0:

count += 1

print(count)

output:

![](data:image/png;base64,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)

5.Write a program FOR THE BELOW TEST CASES with least time complexity

Test Cases: -

Input: {1, 2, 3, 4, 5} Expected Output: 5

Input: {7, 7, 7, 7, 7} Expected Output: 7

Input: {-10, 2, 3, -4, 5} Expected Output: 5

Code:

nums1 = [1, 2, 3, 4, 5]

max\_value = nums1[0]

for i in range(1, len(nums1)):

if nums1[i] > max\_value:

max\_value = nums1[i]

print(max\_value)

output:
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6.You have an algorithm that process a list of numbers. It firsts sorts the list using an efficient sorting algorithm and then finds the maximum element in sorted list. Write the code for the same.

Code:

nums = [3, 1, 4, 1, 5, 9, 2, 6]

n = len(nums)

for i in range(n):

min\_index = i

for j in range(i + 1, n):

if nums[j] < nums[min\_index]:

min\_index = j

nums[i],nums[min\_index]=nums[min\_index],nums[i]

max\_value = nums[-1]

print("Sorted List:", nums)

print("Maximum Element:", max\_value)

output:
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7.Write a program that takes an input list of n numbers and creates a new list containing only the unique elements from the original list. What is the space complexity of the algorithm?

Code:

original\_list = [1, 2, 3, 1, 2, 4, 5, 3]

unique\_list = []

for num in original\_list:

if num not in unique\_list:

unique\_list.append(num)

print("Unique elements:", unique\_list)

output:
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8.Sort an array of integers using the bubble sort technique. Analyze its time complexity using Big-O notation. Write the code

Code:

nums = [64, 34, 25, 12, 22, 11, 90]

n = len(nums)

for i in range(n):

swapped = False

for j in range(0, n - i - 1):

if nums[j] > nums[j + 1]:

nums[j], nums[j + 1] = nums[j + 1], nums[j]

swapped = True

if not swapped:

break

print("Sorted array:", nums)

output:
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9.Checks if a given number x exists in a sorted array arr using binary search. Analyze its time complexity using Big-O notation.

Code:

arr = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

x = 7

left = 0

right = len(arr) - 1

found = False

while left <= right:

mid = left + (right - left) // 2

if arr[mid] == x:

found = True

break

elif arr[mid] > x:

right = mid - 1

else:

left = mid + 1

if found:

print(x, "exists in the array.")

else:

print(x, "does not exist in the array.")

output:
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10.Given an array of integers nums, sort the array in ascending order and return it. You must solve the problem without using any built-in functions in O(nlog(n)) time complexity and with the smallest space complexity possible.

Code:

nums = [64, 34, 25, 12, 22, 11, 90]

n = len(nums)

for i in range(n):

for j in range(0, n - i - 1):

if nums[j] > nums[j + 1]:

nums[j], nums[j + 1] = nums[j + 1], nums[j]

print("Sorted array:", nums)

output:
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